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## Front Matter

The following script was developed cooperatively by the SHSU SDM working group, including Laura Bianchi, Austin Brenek, Jesus Castillo, Nick Galle, Kayla Hankins, Kenneth Nobleza, Chris Randle, Nico Reger, Alyssa Russell, Ava Stendahl based on [tutorials](https://rspatial.org/) provided by Robert Hijmans and Jane Elith. Chris Randle composed the following script from many scripts developed by the SHSU SDM working group.

*This works best if your environment is empty at the start.*

I have tried to set this up to eliminate required changes to the code. When you see text in **BOLD** below, that will be an indication that you need to make a decision.

# Libraries

library(dismo)

## Loading required package: raster

## Loading required package: sp

library(sp)  
library(raster)  
library(stats)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:raster':  
##   
## intersect, select, union

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(knitr)  
library(rgeos)

## rgeos version: 0.5-8, (SVN revision 679)  
## GEOS runtime version: 3.9.1-CAPI-1.14.2   
## Please note that rgeos will be retired by the end of 2023,  
## plan transition to sf functions using GEOS at your earliest convenience.  
## GEOS using OverlayNG  
## Linking to sp version: 1.4-5   
## Polygon checking: TRUE

library(maptools)

## Checking rgeos availability: TRUE  
## Please note that 'maptools' will be retired by the end of 2023,  
## plan transition at your earliest convenience;  
## some functionality will be moved to 'sp'.

library(rgdal)

## Please note that rgdal will be retired by the end of 2023,  
## plan transition to sf/stars/terra functions using GDAL and PROJ  
## at your earliest convenience.  
##   
## rgdal: version: 1.5-27, (SVN revision 1148)  
## Geospatial Data Abstraction Library extensions to R successfully loaded  
## Loaded GDAL runtime: GDAL 3.2.1, released 2020/12/29  
## Path to GDAL shared files: C:/Users/User/Documents/R/win-library/4.1/rgdal/gdal  
## GDAL binary built with GEOS: TRUE   
## Loaded PROJ runtime: Rel. 7.2.1, January 1st, 2021, [PJ\_VERSION: 721]  
## Path to PROJ shared files: C:/Users/User/Documents/R/win-library/4.1/rgdal/proj  
## PROJ CDN enabled: FALSE  
## Linking to sp version:1.4-5  
## To mute warnings of possible GDAL/OSR exportToProj4() degradation,  
## use options("rgdal\_show\_exportToProj4\_warnings"="none") before loading sp or rgdal.  
## Overwritten PROJ\_LIB was C:/Users/User/Documents/R/win-library/4.1/rgdal/proj

library(ecospat)

## Loading required package: ade4

## Loading required package: ape

##   
## Attaching package: 'ape'

## The following objects are masked from 'package:raster':  
##   
## rotate, zoom

## Loading required package: gbm

## Loaded gbm 2.1.8

## Registered S3 methods overwritten by 'adehabitatMA':  
## method from  
## print.SpatialPixelsDataFrame sp   
## print.SpatialPixels sp

library(usdm)  
library(mgcv)

## Loading required package: nlme

##   
## Attaching package: 'nlme'

## The following object is masked from 'package:usdm':  
##   
## Variogram

## The following object is masked from 'package:dplyr':  
##   
## collapse

## The following object is masked from 'package:raster':  
##   
## getData

## This is mgcv 1.8-38. For overview type 'help("mgcv-package")'.

# Genus and Species strings

Their are many places in this code where you will need to save files with filenames including the genus and species. We’ll save these as strings to automate the creation of file names. Enter your genus name and specific epithet in the quotes below.

genus<-"Heteronychus"  
species<-"arator"

## Occurrence Data

Import occurrence data from csv file already generated (2020-2021), or using the script “Occurrence\_Data.rmd” and visualize it.

sdmdata <- read.csv(file = "Heteronychus arator.CLEAN.csv")  
sdmdata <- subset(sdmdata, !is.na(lon) & !is.na(lat))  
dups <-duplicated(sdmdata[ c('lon', 'lat')])  
sdmdata<-sdmdata[!dups,]  
#and visualize the data  
#first lets get the extent of the data (the coordinates of the smallest box needed to encapsulate the data) To do this I first need to convert sdmdata into a spatial points dataframe with the same crs as "wrldsmpl", a giant spatial polygons data frame available from maptools  
sdmdataframe<-data.frame(sdmdata)  
data(wrld\_simpl)  
coordinates(sdmdataframe) <- ~lon+lat  
crs(sdmdataframe) <- crs(wrld\_simpl)  
#And then extract the extent  
e<-extent(sdmdataframe)  
xmin<-xmin(e)  
xmax<-xmax(e)  
ymin<-ymin(e)  
ymax<-ymax(e)  
# and then plot a map and add the points from sdmdata  
plot(wrld\_simpl, xlim=c(xmin,xmax), ylim=c(ymin,ymax), axes=TRUE, col="light yellow")  
box()  
points(sdmdata$lon, sdmdata$lat, col='red', cex=0.75)
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Let’s divide the data into training and testing data sets. The following code divides the data set into 80% training and 20% testing.

#let's make sdmdata into a dataframe  
data(wrld\_simpl)  
coordinates(sdmdata) <- ~lon+lat  
crs(sdmdata) <- crs(wrld\_simpl)  
  
#let's extract just the coordinates  
presence <- coordinates(sdmdata)  
#First we'll make a random list of integers from 1-5 as long as our presence data. Setting the seed results in a repeatable random process  
set.seed(0)  
#now make a list as long as the number of rows in presence consisting of a random series of integers from 1-5  
group <- kfold(presence, 5)  
#Then we want to use this to retrieve the number of the rows in the presence data that are associated with the number 1 in our group index.  
test\_indices <- as.integer(row.names(presence[group == 1, ]))  
#and create a new list of coordinates including only those rows that are NOT in test indices. These are all the row numbers NOT corresponding with the test\_indices (which is ~80% of the data).  
pres\_train <- presence[-test\_indices,]  
#and those that do correspond with test indices (20%) of the data  
pres\_test <- presence[group ==1,]

Save pres\_data and test\_data as csv files just in case.

#first presdata\_train  
outdata<-data.frame(pres\_train)  
colnames(outdata)<-c("lon","lat")  
write.csv(outdata, file=paste0(genus,"\_",species,"\_train.csv"), row.names=FALSE)  
  
#and then presdata\_test  
outdata<-data.frame(pres\_test)  
colnames(outdata)<-c("lon","lat")  
write.csv(outdata, file=paste0(genus,"\_",species,"\_test.csv"), row.names=FALSE)

## Predictor data

Let’s get the giant predictor file, name the bands, and generate our raster color schemes. This predictor set consists of all 35 Climond layers and elevation. Get it from Randle and keep it in your directory.

predictors<-stack('Climond\_elev\_HI.tif')  
bands<-c("Ann\_mean\_temp", "Mean\_durnal\_temp\_range", "Isothermality", "Temp\_Seasonality", "MaxTemp\_WarmestWeek", "MinTemp\_ColdestWeek", "Temp\_Annual\_Range", "Mean\_temp\_wettest\_q", "Mean\_temp\_driest\_q", "Mean\_temp\_warmiest\_q", "Mean\_temp\_coldest\_q", "Ann\_ precip", "Precip\_driest\_week", "Precip\_wettest\_week", "Precip\_Seasonality", "Precip\_wettest\_q", "Precip\_driest\_q", "Precip\_warmest\_q", "Precip\_coldest\_q", "Ann\_mean\_rad", "Hghest\_weekly\_rad", "Lowest\_weekly\_rad", "Rad\_seasonality", "Rad\_wettest\_q", "Rad\_driest\_q", "Rad\_warmest\_q", "Rad\_coldest\_q", "Ann\_mean\_moisture", "Highsets\_weekly\_moisture", "Lowest\_weekly\_moisture", "Moisture\_seasonality", "Mean\_moisture\_wettest\_q", "Mean\_moisture\_driest\_q", "Mean\_moisture\_warmest\_q", "Mean\_moisture\_coldest\_q", "Elev", 'human\_impact')  
names(predictors)<-bands  
cool<-colorRampPalette(c('gray','green','dark green',"blue"))  
warm<-colorRampPalette(c('yellow', 'orange', 'red', 'brown', 'black'))  
plot(predictors[["Ann\_mean\_temp"]], col=warm(100))
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#extract environmental data using the points in sdmdata  
env\_data<-extract(predictors,sdmdata)  
#give names to the columns  
colnames(env\_data)<-bands  
#run the vif  
vif<-vifstep(env\_data)  
#and let's find the layers that were excluded and drop them  
excluded<-vif@excluded  
predictors<-dropLayer(predictors,excluded)  
#and let's just go ahead and see which layers were dropped.  
NClayers<-names(predictors)  
NClayers

## [1] "Mean\_durnal\_temp\_range" "Isothermality" "Mean\_temp\_warmiest\_q"   
## [4] "Ann\_.precip" "Precip\_Seasonality" "Precip\_warmest\_q"   
## [7] "Precip\_coldest\_q" "Hghest\_weekly\_rad" "Rad\_wettest\_q"   
## [10] "Rad\_driest\_q" "Elev" "human\_impact"

## General additive model

# Data preparation

Generally speaking, we want to sample absence data from the region in which the presence data occur. There are two ways to do that, and one of them is better than the other. The first is to sample randomly. That may seem like a good idea, but its counter-intuitively not. The reason is that the presence data likely includes sampling bias. This will be inherent in p(hypothesis). If we include the same sampling bias in p(data), they cancel out in Bayes Theorem. The way that we’ll do that is to create circles around our data and sample absence points from within those. The circles will have a diameter equal to the average distance between points.

#convert presence training data into a spatial points dataframe.  
pres\_train\_SPDF<-SpatialPoints(pres\_train)  
crs(pres\_train\_SPDF) <- crs(wrld\_simpl)  
#Let's get the average distance between points (great circle distance--takes into account the curvature of the earth). spDists creates a matrix of distances between points. This includes zeros.   
#I have to use a smaller distance in this case becacuse of the raster geometry  
dist<-110000  
x <- circles(pres\_train\_SPDF, d=110000, lonlat=TRUE)  
#and convert those into polygons  
pol <- polygons(x)  
#and draw a number of samples from that approximately three times the number of presence points. We'll chop that down at the end.  
samp1 <- spsample(pol, nrow(pres\_train)\*3, type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
abs\_train <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

And let’s go ahead and extract the presence data, remove rows with NA values, and add a column of 1s.

pres\_train\_data<-extract(predictors,pres\_train)  
complete<-complete.cases(pres\_train\_data)  
pres\_train\_data<-pres\_train\_data[complete,]  
pres\_train\_data<-cbind(pres\_train\_data,1)

Now we want to extract predictors for the absence data, remove rows with NA values and chop it down to the size of our presence training data, and combine these into one data frame with column names (pa is the last column of 0,1 which indicates presence or absence)

abs\_train\_data<-extract(predictors,abs\_train)  
#remove rows with NA values  
complete<-complete.cases(abs\_train\_data)  
abs\_train\_data<-abs\_train\_data[complete,]  
#and select a number of rows equal to the presence training data  
abs\_train\_data<-abs\_train\_data[1:nrow(pres\_train\_data),]  
#and add a column of zeros to the end.  
abs\_train\_data<-cbind(abs\_train\_data,0)  
#put the two matrices together and name the colmns  
train\_data<-rbind(pres\_train\_data,abs\_train\_data)  
colnames(train\_data)<-c(names(predictors),"pa")  
train\_data<-as.data.frame(train\_data)  
colnames(train\_data)

## [1] "Mean\_durnal\_temp\_range" "Isothermality" "Mean\_temp\_warmiest\_q"   
## [4] "Ann\_.precip" "Precip\_Seasonality" "Precip\_warmest\_q"   
## [7] "Precip\_coldest\_q" "Hghest\_weekly\_rad" "Rad\_wettest\_q"   
## [10] "Rad\_driest\_q" "Elev" "human\_impact"   
## [13] "pa"

# Training the GAM and making predictions.

**This is a pain in the neck because all of the layers have to be specified. I recommend printing the column names in the console colnames(train\_data) and then copying them and formatting them**

gam <- gam(pa ~ Mean\_durnal\_temp\_range + Isothermality + Mean\_temp\_warmiest\_q + Ann\_.precip + Precip\_Seasonality + Precip\_warmest\_q + Precip\_coldest\_q + Hghest\_weekly\_rad +   
Rad\_wettest\_q + Rad\_driest\_q + Elev + human\_impact,  
 family = binomial(link = "logit"), data=train\_data)  
summary(gam)

##   
## Family: binomial   
## Link function: logit   
##   
## Formula:  
## pa ~ Mean\_durnal\_temp\_range + Isothermality + Mean\_temp\_warmiest\_q +   
## Ann\_.precip + Precip\_Seasonality + Precip\_warmest\_q + Precip\_coldest\_q +   
## Hghest\_weekly\_rad + Rad\_wettest\_q + Rad\_driest\_q + Elev +   
## human\_impact  
##   
## Parametric coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.9950114 3.0005540 -0.332 0.74018   
## Mean\_durnal\_temp\_range -0.4301029 0.1507211 -2.854 0.00432 \*\*   
## Isothermality -7.7203239 3.2520465 -2.374 0.01760 \*   
## Mean\_temp\_warmiest\_q 0.1654402 0.1330186 1.244 0.21360   
## Ann\_.precip 0.0024733 0.0018643 1.327 0.18463   
## Precip\_Seasonality -0.2816647 1.1120377 -0.253 0.80005   
## Precip\_warmest\_q -0.0049270 0.0039715 -1.241 0.21475   
## Precip\_coldest\_q -0.0020935 0.0034663 -0.604 0.54586   
## Hghest\_weekly\_rad 0.0258742 0.0135693 1.907 0.05654 .   
## Rad\_wettest\_q -0.0047030 0.0103737 -0.453 0.65029   
## Rad\_driest\_q -0.0151267 0.0091479 -1.654 0.09821 .   
## Elev 0.0006875 0.0006437 1.068 0.28554   
## human\_impact 0.1427848 0.0192568 7.415 1.22e-13 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
##   
## R-sq.(adj) = 0.5 Deviance explained = 45.3%  
## UBRE = -0.16723 Scale est. = 1 n = 346

Let’s make some predictions and export them to a file

GAMpreds <- predict(predictors, gam, type = 'response')  
writeRaster(GAMpreds, filename = paste0(genus,"\_",species,"\_GAM.tif"), overwrite=TRUE)  
plot(GAMpreds, main=c(genus,species,'GAM/Binary'),col=warm(100), zlim=c(0,1))  
points(pres\_test, col='white', cex =.4, pch=3)
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## MaxEnt

We need many more background points for MaxEnt and BRT than we needed for GAM. Let’s go ahead and generate those.

samp1 <- spsample(pol, 10000, type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
background\_train <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

Let’s go ahead and set a locations for java **This will obviously be specialized for your computer. Try to find the ‘home’ folder in java and specify the path below**

Sys.setenv(JAVA\_HOME='/Library/Java/JavaVirtualMachines/jdk-11.0.1.jdk/Contents/Home')

First we let the program know to start up maxent using the command maxent. After that, all we need to do is to make a model oject (me\_model), from the raster data and the presence training data.

maxent()

## Loading required namespace: rJava

## java.home option:

## JAVA\_HOME environment variable: /Library/Java/JavaVirtualMachines/jdk-11.0.1.jdk/Contents/Home

## Warning in fun(libname, pkgname): Java home setting is INVALID, it will be ignored.  
## Please do NOT set it unless you want to override system settings.

## This is MaxEnt version 3.4.3

me\_model <- maxent(predictors, pres\_train, a=background\_train)

## Warning in .local(x, p, ...): 19 (14.62%) of the presence points have NA  
## predictor values

## Warning in .local(x, p, ...): 3606 (36.06%) of the presence points have NA  
## predictor values

## This is MaxEnt version 3.4.3

#and plot the models most important layers  
par(mfrow=c(1,1))  
plot(me\_model)

![](data:image/png;base64,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) Let’s go ahead and make some predictions

MEpreds<-predict(predictors, me\_model, type='response')

## This is MaxEnt version 3.4.3

writeRaster(MEpreds, filename=paste0(genus,"\_",species,"\_ME.tif"),overwrite=TRUE)  
#and plot  
plot(MEpreds, col=warm(100), zlim=c(0,1))
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## Boosted regression trees

We need to prepare data for BRT in much the same way that we did for GAM, with the exception that we will need a lot more background data. We can use the 10,000 points that we already generated for ME

#let's get the data from our predictors  
bg\_train\_data<-extract(predictors,background\_train)  
#and bind a column of 0 to the end of it  
bg\_train\_data<-cbind(bg\_train\_data,0)  
#and convert it to a data frame  
bg\_train\_data<-as.data.frame(bg\_train\_data)  
#and then combine it withe the presence training data  
pres\_train\_data<-as.data.frame(pres\_train\_data)  
BRT\_data<-rbind(pres\_train\_data, bg\_train\_data)  
colnames(BRT\_data)<-c(names(predictors),"pa")

And now we can train a model using the first X columns of train\_data and the 6th as the response. Let’s start with tree complexity of 5 and learning rate of 0.001

sdm.tc5.lr001 <- gbm.step(data=BRT\_data, gbm.x = 1:nlayers(predictors), gbm.y = ncol(BRT\_data), family = "bernoulli", tree.complexity = 5, learning.rate = 0.001, bag.fraction = 0.5)

##   
##   
## GBM STEP - version 2.9   
##   
## Performing cross-validation optimisation of a boosted regression tree model   
## for pa and using a family of bernoulli   
## Using 10173 observations and 12 predictors   
## creating 10 initial models of 50 trees   
##   
## folds are stratified by prevalence   
## total mean deviance = 0.1723   
## tolerance is fixed at 2e-04   
## ntrees resid. dev.   
## 50 0.1565   
## now adding trees...   
## 100 0.1487   
## 150 0.1434   
## 200 0.1393   
## 250 0.1361   
## 300 0.1334   
## 350 0.1311   
## 400 0.1291   
## 450 0.1273   
## 500 0.1257   
## 550 0.1243   
## 600 0.123   
## 650 0.1218   
## 700 0.1207   
## 750 0.1197   
## 800 0.1187   
## 850 0.1179   
## 900 0.1171   
## 950 0.1164   
## 1000 0.1157   
## 1050 0.115   
## 1100 0.1144   
## 1150 0.1138   
## 1200 0.1133   
## 1250 0.1128   
## 1300 0.1123   
## 1350 0.1119   
## 1400 0.1115   
## 1450 0.1111   
## 1500 0.1107   
## 1550 0.1103   
## 1600 0.1099   
## 1650 0.1096   
## 1700 0.1093   
## 1750 0.109   
## 1800 0.1087   
## 1850 0.1084   
## 1900 0.1081   
## 1950 0.1079   
## 2000 0.1077   
## 2050 0.1075   
## 2100 0.1073   
## 2150 0.1071   
## 2200 0.1069   
## 2250 0.1067   
## 2300 0.1065   
## 2350 0.1064   
## 2400 0.1062   
## 2450 0.106   
## 2500 0.1059   
## 2550 0.1057   
## 2600 0.1056   
## 2650 0.1055   
## 2700 0.1054   
## 2750 0.1053   
## 2800 0.1051   
## 2850 0.105   
## 2900 0.105   
## 2950 0.1049   
## 3000 0.1048   
## 3050 0.1047   
## 3100 0.1047   
## 3150 0.1046   
## 3200 0.1045   
## 3250 0.1045   
## 3300 0.1045   
## 3350 0.1044   
## 3400 0.1044   
## 3450 0.1043   
## 3500 0.1043   
## 3550 0.1042   
## 3600 0.1042   
## 3650 0.1042   
## 3700 0.1042   
## 3750 0.1041   
## 3800 0.1041   
## 3850 0.1041   
## 3900 0.1041   
## 3950 0.104   
## 4000 0.104   
## 4050 0.104   
## 4100 0.104   
## 4150 0.104   
## 4200 0.104   
## 4250 0.1039   
## 4300 0.1039   
## 4350 0.1039   
## 4400 0.1039   
## 4450 0.1039   
## 4500 0.1039

## fitting final gbm model with a fixed number of 4500 trees for pa
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##   
## mean total deviance = 0.172   
## mean residual deviance = 0.082   
##   
## estimated cv deviance = 0.104 ; se = 0.004   
##   
## training data correlation = 0.632   
## cv correlation = 0.516 ; se = 0.028   
##   
## training data AUC score = 0.961   
## cv AUC score = 0.929 ; se = 0.011   
##   
## elapsed time - 0.15 minutes

summary(sdm.tc5.lr001)
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## var rel.inf  
## human\_impact human\_impact 50.032049  
## Isothermality Isothermality 14.824760  
## Precip\_coldest\_q Precip\_coldest\_q 6.664412  
## Mean\_durnal\_temp\_range Mean\_durnal\_temp\_range 5.218680  
## Ann\_.precip Ann\_.precip 4.032572  
## Precip\_Seasonality Precip\_Seasonality 3.598973  
## Rad\_wettest\_q Rad\_wettest\_q 3.053134  
## Rad\_driest\_q Rad\_driest\_q 3.030228  
## Mean\_temp\_warmiest\_q Mean\_temp\_warmiest\_q 2.522830  
## Precip\_warmest\_q Precip\_warmest\_q 2.452162  
## Hghest\_weekly\_rad Hghest\_weekly\_rad 2.363357  
## Elev Elev 2.206843

**Note: you may want to try different combinations! If your trees are converging too slowly, raise the tree complexity by 1 or two, and back the learning rate down. On the other hand of your holdout deviance drops very quickly and slowly starts to rise, you are overfitting. Drop the tree complexity and raise the learning rate.**

Let’s make predictions and save them

BRTpreds<-predict(predictors, sdm.tc5.lr001, type='response')

## Using 4500 trees...  
##   
## Using 4500 trees...  
##   
## Using 4500 trees...  
##   
## Using 4500 trees...

writeRaster(BRTpreds, filename=paste0(genus,"\_", species,"\_BRT.tif"), overwrite=TRUE)  
#and plot  
plot(BRTpreds, col=warm(100), zlim=c(0,1))
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## Evaluation

We want to generate the following metrics for each of the three models: AUC, COR, maximum Kappa, TRS, and it wouldn’t kill us to have a Boyce graph either.

#Absence Testing Data First we’ll use the pres\_test data to generate absence test data. This time we want about the same number of points for both. To do that, we’ll generate 4x the number of absence points as presence points and chop it to size.

pres\_test\_SPDF<-SpatialPoints(pres\_test)  
data("wrld\_simpl")  
crs(pres\_test\_SPDF) <- crs(wrld\_simpl)  
#now we are going to make circles of about a degree (110000 meters at the equator). I'm working in a relatively small area, but if your data are widespread, you can increase this by changing d.  
x <- circles(pres\_test\_SPDF, d=dist, lonlat=TRUE)  
#and convert those into polygons  
pol <- polygons(x)  
#and draw a number of samples from that...because   
samp1 <- spsample(pol, 4\*length(pres\_test), type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
abs\_test <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

GAM evaluation

p<-extract(GAMpreds,pres\_test)  
a<-extract(GAMpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_GAM<-e@auc  
COR\_GAM<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaGAM<-ecospat.max.kappa(all\_vals,pa)  
TSS\_GAM<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaGAM[2] ))

## [1] "Max kappa: 0.541666666666667"

print(paste('TSS:', TSS\_GAM[[2]]))

## [1] "TSS: 0.541666666666667"

e

## class : ModelEvaluation   
## n presences : 48   
## n absences : 48   
## AUC : 0.8261719   
## cor : 0.5645992   
## max TPR+TNR at : 0.6396539

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=GAMpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used
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## $F.ratio  
## [1] 0.1353592 0.1373206 0.1490358 0.1643517 0.1809988 0.1966661 0.3191136  
## [8] 0.3430200 0.3670164 0.2593745 0.1373206 0.1447757 0.1516714 0.3143531  
## [15] 0.4864661 0.4959910 0.5035416 0.3411525 0.5207928 0.5306337 0.5428593  
## [22] 0.5548549 0.5683864 0.5831079 0.3999587 0.4134794 0.2145937 0.2239394  
## [29] 0.2328193 0.0000000 0.0000000 0.0000000 0.2649388 0.2710831 0.2783005  
## [36] 0.2846211 0.5806130 0.5912711 0.5988363 0.6041208 0.6092889 0.6136910  
## [43] 0.6175746 0.9390563 0.9469403 0.9516293 0.9655453 0.6526732 0.6588610  
## [50] 1.0038358 1.0240972 1.4006983 1.4305803 1.8266824 1.1176597 1.1426443  
## [57] 1.5549280 1.5843068 1.6071784 1.6370642 1.6652362 2.1167423 1.7135111  
## [64] 1.7396369 1.7604017 1.7793182 1.7947046 1.3629338 1.8279637 2.3075779  
## [71] 2.3326450 2.7986047 2.3249830 2.3145647 2.3003563 1.8301518 3.1755238  
## [78] 3.5984204 3.5502353 3.5181028 3.4866792 3.4411633 3.4210155 2.9637675  
## [85] 3.3445578 3.3042009 3.2535744 2.3989992 1.9569282 1.9132406 1.8628267  
## [92] 1.4453667 1.3897908 1.6613277 1.2571885 0.8851495 1.0898721 1.7153054  
## [99] 2.1582970 3.0642526  
##   
## $Spearman.cor  
## [1] 0.875  
##   
## $HS  
## [1] 0.05008429 0.05908344 0.06808259 0.07708175 0.08608090 0.09508006  
## [7] 0.10407921 0.11307837 0.12207752 0.13107667 0.14007583 0.14907498  
## [13] 0.15807414 0.16707329 0.17607244 0.18507160 0.19407075 0.20306991  
## [19] 0.21206906 0.22106822 0.23006737 0.23906652 0.24806568 0.25706483  
## [25] 0.26606399 0.27506314 0.28406230 0.29306145 0.30206060 0.31105976  
## [31] 0.32005891 0.32905807 0.33805722 0.34705637 0.35605553 0.36505468  
## [37] 0.37405384 0.38305299 0.39205215 0.40105130 0.41005045 0.41904961  
## [43] 0.42804876 0.43704792 0.44604707 0.45504623 0.46404538 0.47304453  
## [49] 0.48204369 0.49104284 0.50004200 0.50904115 0.51804030 0.52703946  
## [55] 0.53603861 0.54503777 0.55403692 0.56303608 0.57203523 0.58103438  
## [61] 0.59003354 0.59903269 0.60803185 0.61703100 0.62603016 0.63502931  
## [67] 0.64402846 0.65302762 0.66202677 0.67102593 0.68002508 0.68902424  
## [73] 0.69802339 0.70702254 0.71602170 0.72502085 0.73402001 0.74301916  
## [79] 0.75201831 0.76101747 0.77001662 0.77901578 0.78801493 0.79701409  
## [85] 0.80601324 0.81501239 0.82401155 0.83301070 0.84200986 0.85100901  
## [91] 0.86000817 0.86900732 0.87800647 0.88700563 0.89600478 0.90500394  
## [97] 0.91400309 0.92300224 0.93200140 0.94100055

ME Evaluation

p<-extract(MEpreds,pres\_test)  
a<-extract(MEpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_ME<-e@auc  
COR\_ME<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaME<-ecospat.max.kappa(all\_vals,pa)  
TSS\_ME<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaME[2] ))

## [1] "Max kappa: 0.625"

print(paste('TSS:', TSS\_ME[[2]]))

## [1] "TSS: 0.625"

e

## class : ModelEvaluation   
## n presences : 48   
## n absences : 48   
## AUC : 0.8621962   
## cor : 0.6460174   
## max TPR+TNR at : 0.4213143

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=MEpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used
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## $F.ratio  
## [1] 0.07624213 0.25433396 0.32361664 0.25940676 0.30229131 0.34786932  
## [7] 0.19792213 0.00000000 0.00000000 0.27449649 0.90332569 0.98216842  
## [13] 1.06177502 1.14260634 1.22521811 1.72433328 1.81214750 2.38514359  
## [19] 2.50050511 2.61357896 2.71314034 1.69118770 1.75503541 2.41711980  
## [25] 3.75141210 3.85201825 3.32352221 3.44866656 2.86276778 2.94002085  
## [31] 3.05090231 2.36072255 2.44373439 2.52239690 1.74148627 0.00000000  
## [37] 0.93052149 0.95836325 1.96467340 2.00661761 2.06534876 2.11311459  
## [43] 2.16538879 3.32275176 3.39254921 3.45594223 3.50417123 2.37555756  
## [49] 2.42761010 1.24207283 1.27707053 2.60787271 2.67291756 2.71854346  
## [55] 1.38823442 1.42127124 2.92371655 2.96530032 3.04806388 3.10795943  
## [61] 3.17157138 3.23692769 3.31842464 3.37706268 3.46324866 7.06846437  
## [67] 7.19712307 5.48826563 5.64589676 7.67652976 7.79525243 7.93688619  
## [73] 8.07522277 6.19158549 6.32710115 6.49555306 2.20600545 4.49150659  
## [79] 6.89940814 7.00477479 7.19975910 7.37257801 7.54561285 7.68381706  
## [85] 7.77762808 10.43149086 10.57824384 13.45554603 10.96253951 16.68304994  
## [91] 16.79709423 16.65074975 19.60139543 19.29048649 21.75866476 21.61001899  
## [97] 18.67125245 17.98514772 14.56411896 13.38799338  
##   
## $Spearman.cor  
## [1] 0.869  
##   
## $HS  
## [1] 0.05000033 0.05900033 0.06800033 0.07700032 0.08600032 0.09500032  
## [7] 0.10400031 0.11300031 0.12200031 0.13100030 0.14000030 0.14900030  
## [13] 0.15800030 0.16700029 0.17600029 0.18500029 0.19400028 0.20300028  
## [19] 0.21200028 0.22100027 0.23000027 0.23900027 0.24800026 0.25700026  
## [25] 0.26600026 0.27500025 0.28400025 0.29300025 0.30200024 0.31100024  
## [31] 0.32000024 0.32900024 0.33800023 0.34700023 0.35600023 0.36500022  
## [37] 0.37400022 0.38300022 0.39200021 0.40100021 0.41000021 0.41900020  
## [43] 0.42800020 0.43700020 0.44600019 0.45500019 0.46400019 0.47300018  
## [49] 0.48200018 0.49100018 0.50000018 0.50900017 0.51800017 0.52700017  
## [55] 0.53600016 0.54500016 0.55400016 0.56300015 0.57200015 0.58100015  
## [61] 0.59000014 0.59900014 0.60800014 0.61700013 0.62600013 0.63500013  
## [67] 0.64400012 0.65300012 0.66200012 0.67100012 0.68000011 0.68900011  
## [73] 0.69800011 0.70700010 0.71600010 0.72500010 0.73400009 0.74300009  
## [79] 0.75200009 0.76100008 0.77000008 0.77900008 0.78800007 0.79700007  
## [85] 0.80600007 0.81500006 0.82400006 0.83300006 0.84200006 0.85100005  
## [91] 0.86000005 0.86900005 0.87800004 0.88700004 0.89600004 0.90500003  
## [97] 0.91400003 0.92300003 0.93200002 0.94100002

BRT Evaluation

p<-extract(BRTpreds,pres\_test)  
a<-extract(BRTpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_BRT<-e@auc  
COR\_BRT<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaBRT<-ecospat.max.kappa(all\_vals,pa)  
TSS\_BRT<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaBRT[2] ))

## [1] "Max kappa: 0.625"

print(paste('TSS:', TSS\_BRT[[2]]))

## [1] "TSS: 0.625"

e

## class : ModelEvaluation   
## n presences : 48   
## n absences : 48   
## AUC : 0.874783   
## cor : 0.5009211   
## max TPR+TNR at : 0.03988713

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=BRTpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAbFBMVEUAAAAAADoAAGYAOpAAZrY6AAA6ADo6AGY6Ojo6OpA6kNtmAABmADpmOpBmkJBmtrZmtttmtv+QOgCQOmaQZgCQ27aQ2/+2ZgC225C2/7a2//++vr7bkDrb2//b////tmb/25D//7b//9v////NsrrLAAAACXBIWXMAAA7DAAAOwwHHb6hkAAANBklEQVR4nO2diXriyBVG6bZJMnYnE3smTdIhFjbv/47RgjASSKhuLar6fc73uds2ogo4ru2qls0RpNms/QIgLggWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIvjJvjjddPy/ddUcpCIKIL3m6fum6r/xis5sBNF8MfrWev+4c07OfAgiuD355f+22qikkZwIijB4sRqg09FmDZ4beIIrivprgs3UX4R7IND1zia4NTJfSWcBj8ILg3H0W2sXnTT8labuUCHQ3LwiWv4IqLgtv98MWCyJwefuPqNJ/iklmFSWBz1RhR82LaCR4EO9xApDHH96CjB4kQS3JTRx2Pf3fJMDnoMNV+sYVLt+NvP6UAWgi1Y2jbGwQWBYHFSCT5s63zqCtgHBFtI0wZ3Dev5hpENBCfCXXB/s3dqAHT8vJe0mQ5WIjgR7oL76OPUXI2Gj9eZB93yBT+ilODmosdA+YIfsdrg6k4TjWBXjOFdetGFYA3gMw4uBASLg2B10rTB789P50HuvZFQmHzBD0qwOIZAx4+u/zwX6AiYL/hhF7xHcDrsc5xcBe8+o8xT9/LD5gtHexf66FOC/UCwC0kFhwHBLqQV3I+TaIPTka4Nrtk9vO0f+3nPVhCcCMv94Kdj9fA2f7swXL7gh+2G/+Gvv9qvBPmCH7Yb/k1PGsFFYGiDmwjH7okqugwsw6TdY9OT9upEIzgVjIPFsU+6S5Qv+GGfNpsoX7jJ4siHZValX+vrmC/cYnns0lKCmdGxOjEFhwHBXiBYnZhtcBAQnAgEi4NgcRAsjvPE97tLuwPnC36Yl49WfssLEZwISyy6W9vN7cIiiLOFQ8B8wQ/73aQdJbgETG1wU4T3tMFFYBkmtV1pr/KL4GQwDhYHweIYq+iHt93sxJ37p48uzRf8sHSyvv2sx8CTW303cPpoNtiGSU2QY2YBOGcX5oMt0NFomwl0cPpoPthL8EyggxKcD+Y2eHavSk4fzQZzoGM+kMXpo7nAOFgc+yYs3E0qArvg2X2yCHTkgqvgZftkEejIhij7ZDFMyoconazpQAenj6bGtMK/iWPN1dCU4Hyw7ZN1bErpzLkqBDqyIdKkOwIduWCfdMd2wkVg2UaprX8PW7YTLgFLJ4tzkwqCWLQ4kcbBnD6aC3Em3XH6aEi8wkJxJt1x+mhA/AJ/USbdHTl9NCCpBS+YdBcyX1irBLO6MBXrtMF3DogOli/4EWnSXbh8wQ8CHeIgWBwWgOeN99wXWyfryBYOafCf3WQZJnXdZ4ZJCVhDMBPfE7JmCWYjtBSs0gZ32ygR6CgCSyw6xH6kCE4E4+DSuVOJG9rg//m8HOd8YZ573TBLFd3dy//4g1706txfB2TqZDUxjj0bgq/MZ1cosODT4l+/EwwR7Msyv7ZOVmPY8wBDBPuycJ2maXXhZvPPV8+7DQj2ZeE6XNM4uD2zgTZ4ZZYFuQyC/94VXXrRRUCgQxxHwQt2oQycL/hhEdytEEZwESBYHASLg2BxECwOgsVBsDjOgjk/uCyIZInjXIK9yq0hX/DDuQQ3lXQAyQhOhKmKDiAZwYkwt8GelTWCE0EnSxyGSeKYps22cQ7WBxeBZXVhN/Gd1YVFYJl0t2DH93D5fmVCnF1iKcHdlHdW+McmyOk09vXBs20wJ58FwFXwzastw6T7u+xw8pk37udL3b48yjiYc5O8cfebUjBHvHtjaH/DCb674zsl2BP34nt61o1fLn72+bsFO75z8pkXFr9T19uGSXd3fOfkMx+C1c9Ha6CDHd+jYupeBRPsteP7slXpXx6b30CCF+z43rXPFYGONMyWGXOgYy6Q1Qpu+88XAyZjvnCX2Rox0jj4qVfLMCkBczW6oZN1f7fZRvBh+zJ3FYITYRc8M0yiBOeDq+DdZz94OtDRjYIfj313yydf8MNeguepHdfdsMlAFoJTwaxKcSyCmxDHdNkMnC/4YRDchbD6TWdj5wt+MOlOHPuku/nzg4PlC34YquguCn3YejXCCE6EpZN12N6JRYfMF/xgmCQOgsVBsDjOy0efzitI6UWXACVYHASLwwr/lKww2ZAV/glZY0IpK/wTssaUYW42JORiVngyzazwT8lmRIos3S9cssI/XL5qpHYcZ4V/wHwzxFNLWsOMgx0JoOXUBiM4RwJqyVfw3RX+IfPNjLDlLs82eMEK/4D5ZsYasQovIq3wD5dvbhRl98gKf3kSr/B3zxf8iLLCP2S+4EeUFf4h882a4FHl8GFqxsE2gkajhpGPsL10+82GRPnmScBw4zg4vbrgyX1V4uSbJ+F83PS7qmDP8ZFrvtkw+OQvVIQuwKu3wV9y2uxV2QpW0C60hjXbpx/8wlWSi0bEyvMzh+BpXiYf/MJVkotFzNYxDc6C9/WbDNDLKuSDKt6vs+Bmps5pj7M0+a5LyWo7HAV3g2C/GbNu+a6Mo9xhLziHvwznlQ1N4Q0wUCpF8FI2w2BU/7vYfeQFL8ztQgTfYqIrlkUPDcH+XItEsLDgqzYYwaVzbXb8cElt8Oefo2io8sLHUicruVsEkawRGdSqQUHwCAQnzjc1CE6cb3IMbXDOKAtWceRFloKHhcjgSKuW9SJHwVfxgeWWPJ4qSiTBH693xsqD5D5V3BQ09jW+9t6znF65GnEE7/sTHRadH7zEqpEm7f+2HAf/Tf0i0J9DuJTcM26/Poki2PEE8Ckzm4VFetJu956btz36b+oXF0/zIVxK7hmfv05EEXwxdXoUth5/+qNf3nhw4ooFZk8geBkRS/BVa3r7GeOLxr+YeCKCl+HYBp+K8KI2ODK0wYtwe7n9XafJyVtfu2ubkBzHwRAQBIuDYHEQLM5qgiERKwkOQsDXFPLt5ZpWLjktB8FF5rQcBBeZ03IQXGROy0FwkTktB8FF5rQcBBeZ03IQXGROy0FwkTnBKiBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECxORoKri3PX2q0E7Ac5VaMj3HwOZBykddhuNo/mpIZpBdpk/w75CK7qt16d3v7Ha/3N3vxRXibV/jy9Ws4trapO5/3ZbHiQVrPJfhXfcDaCu8XHu+7D604XsB5lPEjqeDraPMTLOm2Mb93Nc5TW4+BFxiIbwTecVsaTMsdJ7R/+NAsepHX4i9fRnYO0vp7g9sMbbA2xMxaVUVL1j/Y2eJBW9f0/zx5dg+Hr+mpVdFdchy2n8aMcJtVUjHbBg7T2zf5RXdHzf11XPcE45Cu48upjfSbld6z5UPC3q1rG/rqa+umwDXHk6yzZCB5X0ebyO0qq/SFQFd01n+bzpYavy6sfuZx8BA/f8N5jFDxIan9abmmVcplW58bc1RqmddUkxSEbwcOxzd6n9zEeJvmU4EFankdb3BgJBjnTd5ZsBA+iAJ5t0zjQ4RPJGgYn6nQ8jkofpPXV2uC2Mm3efNNLPdWr5vrrIqkWn1DlIK3KK4I6TGvnl9ZCMhIMMUCwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWR0Zwvw7pchnSeSVvuyywulywWN1evXh14SCJ+us6pcz5GoIburWft34YMXjsVhJzT84OBF+B4CwZCN51S/oP239s2yWatZJmj7pmt472kdMPx27rus1L56yrgQcXDpK4vODPJrd99E2Q/JEU3CyibzZMOWzbf556O8fzI30hbAtotXm5EDy8cJxEf0HV7rdTQEkWEnzajOPh7f3Hz05dt4B+//1Xr+X8SC+430JhLHgyifMF9ZfnvmhpEBI8aIOrriZu98H49vNcMPtH+h/enzvDVyV4KonLIr732DcgGZKC95vN939v+yJW/3vW0j9y7ie1Bf/lWvBUEucL6rK/i78Bgz+KgttS19WvoxJ8fmTQEd51F1z6m0ziLPj9x79+FFBDSwpuG9Zqc25A61b5omvUPjIeM70/P7VCry4cJ3EW/PH6txJqaEnBXRGtxzZtF7j32Tg8P9IKPZ42Iqv/+Xh9eKtr65erC0dJnC/w26otIYqCu92K6oq3G8S+nPpQu7qD3T/S/tBcXp12a6ptbn4/RSIvLxwk8X5xQRl9aCHByTn8VkINjWAz+yJqaAQbOWyL6GIhWB4Ei4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLF+T9pXDKLULzw6AAAAABJRU5ErkJggg==)

## $F.ratio  
## [1] 0.6277887 0.7434087 0.7566515 0.7890294 1.0606129 2.1735293  
## [7] 2.5845372 2.2342451 2.0152184 2.5222305 1.8315404 0.8731965  
## [13] 0.8870096 0.6913412 0.4749639 0.4841894 0.4961305 0.7606343  
## [19] 0.7339702 0.9644084 0.5774116 0.8969662 1.3696627 1.8414672  
## [25] 2.1005342 2.3701563 2.7301944 3.0521204 0.0000000 0.0000000  
## [31] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [37] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [43] 6.7810859 6.9327789 7.1178252 7.3223604 14.8919693 15.2281757  
## [49] 15.6223656 16.3811662 16.8382031 26.1203105 27.3671034 18.7060625  
## [55] 19.1752781 19.6181631 20.2236620 10.5782438 11.0683555 11.2640632  
## [61] 11.6178484 11.8704103 0.0000000 0.0000000 11.8704103 11.6532686  
## [67] 11.4211318 11.1328314 10.7973788 31.4446517 30.7971790 29.7067780  
## [73] 29.1282379 28.2433900 27.6976240 18.6300834 18.7826639 18.6908172  
## [79] 19.0478677 19.4848196 20.1703014 51.7455610 54.0377772 56.7102687  
## [85] 84.4034851 91.3170811 132.8715681 139.4989821 146.6344799 151.4770981  
## [91] 153.0950110 122.8039232 76.3436506 77.4784887 79.1907205 49.5683703  
## [97] 50.6634006 54.6038873 0.0000000 0.0000000  
##   
## $Spearman.cor  
## [1] 0.884  
##   
## $HS  
## [1] 0.05479037 0.06370357 0.07261677 0.08152998 0.09044318 0.09935639  
## [7] 0.10826959 0.11718279 0.12609600 0.13500920 0.14392241 0.15283561  
## [13] 0.16174881 0.17066202 0.17957522 0.18848842 0.19740163 0.20631483  
## [19] 0.21522804 0.22414124 0.23305444 0.24196765 0.25088085 0.25979406  
## [25] 0.26870726 0.27762046 0.28653367 0.29544687 0.30436008 0.31327328  
## [31] 0.32218648 0.33109969 0.34001289 0.34892610 0.35783930 0.36675250  
## [37] 0.37566571 0.38457891 0.39349211 0.40240532 0.41131852 0.42023173  
## [43] 0.42914493 0.43805813 0.44697134 0.45588454 0.46479775 0.47371095  
## [49] 0.48262415 0.49153736 0.50045056 0.50936377 0.51827697 0.52719017  
## [55] 0.53610338 0.54501658 0.55392978 0.56284299 0.57175619 0.58066940  
## [61] 0.58958260 0.59849580 0.60740901 0.61632221 0.62523542 0.63414862  
## [67] 0.64306182 0.65197503 0.66088823 0.66980144 0.67871464 0.68762784  
## [73] 0.69654105 0.70545425 0.71436745 0.72328066 0.73219386 0.74110707  
## [79] 0.75002027 0.75893347 0.76784668 0.77675988 0.78567309 0.79458629  
## [85] 0.80349949 0.81241270 0.82132590 0.83023911 0.83915231 0.84806551  
## [91] 0.85697872 0.86589192 0.87480512 0.88371833 0.89263153 0.90154474  
## [97] 0.91045794 0.91937114 0.92828435 0.93719755

# Making the ensemble and evaluation

The ensemble is simply the average of GAM, ME, and BRT predictions weighted by AUC.

ENSpreds<-(GAMpreds\*AUC\_GAM+MEpreds\*AUC\_ME+BRTpreds\*AUC\_BRT)/(AUC\_GAM+AUC\_ME+AUC\_BRT)  
writeRaster(ENSpreds, filename=paste0(genus,"\_",species,"\_ENS.tif"), overwrite=TRUE)  
plot(ENSpreds, col=cool(100), zlim=c(0,1))
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p<-extract(ENSpreds,pres\_test)  
a<-extract(ENSpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_ENS<-e@auc  
COR\_ENS<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaENS<-ecospat.max.kappa(all\_vals,pa)  
TSS\_ENS<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaENS[2] ))

## [1] "Max kappa: 0.604166666666667"

print(paste('TSS:', TSS\_ENS[[2]]))

## [1] "TSS: 0.604166666666667"

e

## class : ModelEvaluation   
## n presences : 48   
## n absences : 48   
## AUC : 0.8526476   
## cor : 0.626013   
## max TPR+TNR at : 0.4311356

and the Boyce ploy for the ensemble

ecospat.boyce(fit=ENSpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used
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## $F.ratio  
## [1] 0.1251535 0.1381389 0.2037359 0.2259939 0.2485007 0.1349879  
## [7] 0.2175124 0.2320372 0.2458580 0.1741923 0.2809255 0.4052953  
## [13] 0.4328734 0.3443040 0.3628318 0.3801239 0.3989475 0.4176434  
## [19] 0.4348323 0.6006320 0.7689244 0.6270303 0.4759266 0.4814416  
## [25] 0.4865005 0.6532961 0.6650321 1.0263276 1.0621520 1.2879515  
## [31] 1.1519036 1.0126118 1.0724268 1.1360257 1.2188109 1.3139170  
## [37] 1.1367634 1.5324642 1.6331704 1.3854668 1.0997234 1.1603740  
## [43] 1.2316225 1.3068590 1.8500833 2.4454716 2.5795951 3.8284706  
## [49] 4.0394401 4.2377760 3.1721856 3.3287321 4.9033424 5.1282721  
## [55] 6.1254361 8.0036409 8.3699389 8.7426169 8.2075192 7.6115608  
## [61] 7.8870717 8.0908917 8.3546931 7.4321958 6.5612148 5.7334082  
## [67] 2.4138125 2.5647095 1.3665614 1.4670952 1.5727357 1.7371332  
## [73] 1.9478200 2.1946060 2.5357842 2.9485257 6.6243884 7.4678061  
## [79] 8.2852719 9.0646769 9.7465502 10.5831254 16.7561856 17.7139284  
## [85] 18.2495751 18.9325531 19.4682790 13.1575632 20.1762164 27.1083128  
## [91] 33.1028185 32.6503882 45.6066558 51.9742383 65.3007763 86.9711857  
## [97] 87.8424350 88.6785320 91.6781133 89.9358143  
##   
## $Spearman.cor  
## [1] 0.947  
##   
## $HS  
## [1] 0.05174174 0.06071073 0.06967972 0.07864871 0.08761771 0.09658670  
## [7] 0.10555569 0.11452468 0.12349368 0.13246267 0.14143166 0.15040065  
## [13] 0.15936965 0.16833864 0.17730763 0.18627662 0.19524561 0.20421461  
## [19] 0.21318360 0.22215259 0.23112158 0.24009058 0.24905957 0.25802856  
## [25] 0.26699755 0.27596655 0.28493554 0.29390453 0.30287352 0.31184252  
## [31] 0.32081151 0.32978050 0.33874949 0.34771849 0.35668748 0.36565647  
## [37] 0.37462546 0.38359446 0.39256345 0.40153244 0.41050143 0.41947042  
## [43] 0.42843942 0.43740841 0.44637740 0.45534639 0.46431539 0.47328438  
## [49] 0.48225337 0.49122236 0.50019136 0.50916035 0.51812934 0.52709833  
## [55] 0.53606733 0.54503632 0.55400531 0.56297430 0.57194330 0.58091229  
## [61] 0.58988128 0.59885027 0.60781927 0.61678826 0.62575725 0.63472624  
## [67] 0.64369523 0.65266423 0.66163322 0.67060221 0.67957120 0.68854020  
## [73] 0.69750919 0.70647818 0.71544717 0.72441617 0.73338516 0.74235415  
## [79] 0.75132314 0.76029214 0.76926113 0.77823012 0.78719911 0.79616811  
## [85] 0.80513710 0.81410609 0.82307508 0.83204408 0.84101307 0.84998206  
## [91] 0.85895105 0.86792004 0.87688904 0.88585803 0.89482702 0.90379601  
## [97] 0.91276501 0.92173400 0.93070299 0.93967198

and finally let’s make a table of evaluation metrics

#Let's go in this order of columns, left to right: AUC, COR, Kappa, TSS  
eGAM<-c(AUC\_GAM,COR\_GAM,kappaGAM[2], TSS\_GAM[[2]])  
eME<-c(AUC\_ME, COR\_ME, kappaME[2],TSS\_ME[[2]])  
eBRT<-c(AUC\_BRT, COR\_BRT, kappaBRT[2],TSS\_BRT[[2]])  
eENS<-c(AUC\_ENS, COR\_ENS, kappaENS[2], TSS\_ENS[[2]])  
all\_evals<-rbind(eGAM,eME,eBRT,eENS)  
colnames(all\_evals)<-c("AUC", "COR","MaxKappa","TSS")  
rownames(all\_evals)<-c("GAM","MaxEnt", "BRT", "Ensemble")  
write.csv(all\_evals, file=paste0(genus,"\_",species, '\_eval.csv'))